## W228/307C

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCAENAQoDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD9U6KKKACiiigAooooAKKKKACmnrTqoapqdppVvJc3lzDaW6DDSzyBEH1LcCgC8OlIetcPonxJsfFmpvb+H7W51e0hn+zXmoJhILZ9odQd7BmOGQjapGGFUtM8R6ldfEzxJ4W1V0igfT4L7SpLYeVL5Db45lJ3/wCsRwCGHZx0oA7TVtZsNDhNxqF5b2UBIXzbmVUXPpz1NUT4s0pfElvoK3W7VLq1e9hhEbYeJSgLhvu4y615lq3g7SfBXxi8H3EVmJ7LWbO70mZ73dcE3Kqs0TuzEksVSdcn1rT+J00XhP4gfD7xJLi20q2e60i9uDzHbx3CKYi391TLBGm7tuoA7NPFKzeJNV0WKyma7sbKK8UyFQs6yGRVVDk45i5461zR+I3iabxYPDkfha0h1RtM/tEfadUIQrv2FcrC3OSvBxU9lPBq3xeF9p0qXdumitb3k0D740czK0Kk9yQZyPbFQ6tb3MHx80C+WyuHspdCvLae7jgZo428+B41Z/4ScPQBoeLPGup6Dq/hXTbbS4LmfW55Icz3ZhWBkhaYgMIzuBCMPy9667Sp7u50+CS+t47S7YZkgilMioc9A2Bn8q8v+MGl/wBoeLPh+9zpGoanpVld3M16bGB5DGDavGv3fmHzMvSvR/DAhTQbNLeC4tYI08uOK7DCVVUkDO7nt37YoAo694wstG1a20sRzX+r3C+bHY2ihpBGODIdxCooPG5jUeg+NNP1zUrrTkae01S1AlmsrxNkqxnhZByQ6HgZQkc+vFcTZ3cfhP48+KpNbcWsGvafYtpV7O5SNxAsqzW4Y8BlL+Zt7+ZntT1/4qn48adqelkTWOgaPd2l9eRY2zSzywFINw6lRCzkdiQKAPT7a7glklijljeaI4eONwWU+hAq19K8G+HOlQeL/EPiPxBfeHvtlvrGvTNZaxDKq+VBaAQQjgh13NbseM53+9e4sFVT2GSxxkHnvxz1oAsUV4J8RbG58FeMvCOj+Bb660zxH4l1J5LlJZXuLQ20a77qZ4HY/NgqAw2ZLKN1emeFb7xO2oXtl4hsrMR26RfZ9WsnIjvAzEcwlSY2G3O3e33+tAHYjpS1Emdoz196kHSgBaKKKACiiigAooooAKKKKACiiigAooooAKKKhlITcTnp2BOfwHJoAmqNj83vnAz9K4rwB8T9I+It1r0NgtxaXWj3ps7m1vUMU0R2ghyjcgMDx6jB71heL/Gnjjw949XStM8OaTrmlXNoJ7FX1A2VzJIvEsILoyOwADDlflJJ+7QB1MviuLXfD+rX3h3Zq9xbpPHDGr4D3EYYeXnPy/MACcjqPWuM8AfErwj4su30C61+5v8AxBcyid9F1+2FrcxyJhiscTIvCld2AzYx1rF0/wCJEmj/ABBt7m48JeJvD0etyx22pQ3unrJB52NsVwJoWkjHAWN9xHylTxtxXfeI/C2peKNbsIr63086Vp95BfwX6sxu1eMglUXbhMkEFgxyjEcUAYOr3cfw9+NljqMjCHSfGUI0+fOQseoQKzQP/wBtYfMQ+8MdbfjPwnqOoeNfBmv6P9nSbS5poLwTsV82ynQCRV9WDxwt/wABrtTBHI6PIqvKnC1OPw/CgDnPGHgux8aRaYl81wv9nX0eoQNbS+W4ljzt59OTW3NaR3MDQzKssLDaVkUFT9c1Ypw6UAVrGxt9OgWG1gjt414EcShVH0AqyBgUtFABRRRQBVvbG2v42huYEuYm6xyKrA/nUX2C3js3tI40ihKFBFAPLABzwNvTvV+igDE8IeFtO8EeHrPRtKR4tOtFKQxvIzsAWJ6nk8k1pysIw7n5NoJOM9OOSByasU1ulAHh3wnl/wCFifF/xx49mikittOK+GdJiuYmjdI48SXEm08gPIwx6hBXWfGjxzN4N8O29rptxBb+IdYu4tP0szNhEldv9Yw/uIoLN64C/wAVd+sMSyNJsUSN1fbya831/wAHak/xM/4SW4t18Raf9g/s6zswVibT95zcSfMfnMgVAcfMFQCgDsPDj6yI54dYW2doWAiu7U8XC45Jj/h54x7VuDp6V47r+lf8JF8UdL8C7n0/wjpGjLqU2nWz+Wl8xkMMUTEc+VEEdio6loya62Xwfc6Bq+nT+GylhYmfbqFi5Jt3h2Pl0QcrJu2Yx1796AO2pw6VlWXiDTb/AFO9062vIZ72w2i6t0f95CWUMu4e4YH8a1V6UALRRRQAUUUUAFFFFABRRRQAUUUUAFNPWqF9qdlaTGOe7gt5NoYCaQL+IzxmvPLfxLL4D1GS21jWo9X8N3M+YNUuJkaWzlkc/u7jHHlEn5ZOi8BugoAzvjL4K1bRtag+JXgu3MvifS4fL1DToztGtWI5a3Y9pE5aNvXI71q2+taL8dfANvf+GdVX7ShW6s7pQPNsLtcgB06rtIYMh6qWXvXosZDQgjIxyrE7z9R6j371T0PQNN8NWbW+l2MNjbvI0zJbxbQzMxZmPuWJP40AWtLS4j062W7kSW6EYEskalVZ8ckKeQM9u1XB0pI/u8YPJ6fWnUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAHK+K/CC67f2mpWdzJpet2YaO31CGPedjD5o3XI3xkgEqTjKgjmub8ZeMNe8JaLpel2cA1vxprUht7NltHhsonA3NK/J2RxqN21mLNjA5yB6dUTxqxO5QRndg85NAHiFjewfs9+GJ7bVLe41fWr+dnt9UhiBn12/cfLG65JSYk4APyBU4YAED13wtNqtx4d0+XXLa3s9XeFWure0kLxRyd1Unnj8fqetcVqPhW30vxpqPjnxbrUE9hptvs0tLgeVDpilR5z47yN0En3gpK9DXJ+JfEOv+JPF/w8vfPu9G0a911UttLC7JLqFbWeUy3HpkxoRH2GCec0Ae604dKxIPEmm3WvXOiLdxyapBbx3Etuhy6RuxAY/iK2ozlAeOeeO9ADqKKKACiiigAooooAKwvFeuv4b0fUNSTTrzVntYvMWx0+LzbiU9gi9yeePatiU4J5wOMnsBXC+FvivpviLxHdeHbu3u9A8QQtI66bqaGOW4hDELNATxIh4Jx0JI7UAc34h8LeDfj/oumeJbC20nWL+zBS2ub+2SdFOD5ltOh9xgrwyH5gRnlngv4X/DrxJbXC3fwy0fSNUsZRBe20+lRFPN25/dPtxIpyGDDkgjIByK0df+HsP/AAm39r+E9Xj8O+JD5Mmq26xiS31G2ZihM0I/iwrBZRyCMHivUbfPkpndnHO8AHPvjjP04oAisraKztIbeCNYYYkCJGgwEUcAD2AqwOlRSgMSD91sqcntjtX5b/tDfGfx/oHxx8aafpvjTW7Cwt9TdIba3vZI40XA4CjgUAfqafrR+Nfjafj98Tcn/iv/ABD1/wCgjLR/wv8A+Jv/AEP/AIh/8GMtAH7JfjR+Nfjb/wAL/wDib/0P/iH/AMGMtH/C/wD4m/8AQ/8AiH/wYy0Afsl+NH41+Nv/AAv74m/9FA8R/hqMtH/C/vib/wBD/wCIvx1GWgD9kvxo/Gvxt/4X/wDE3/of/EP/AIMZaP8Ahf8A8Tf+h/8AEP8A4MZaAP2S/Gj8a/G3/hf/AMTf+h/8Q/8Agxlo/wCF/wDxN/6H/wAQ/wDgxloA/ZL8aPxr8bf+F/8AxN/6H/xD/wCDGWj/AIX/APE3/of/ABD/AODGWgD9kvxo/Gvxt/4X/wDE3/of/EP/AIMZaP8Ahf8A8Tf+h/8AEP8A4MZaAP2S/Gj8a/G3/hf/AMTf+h/8Q/8Agxlo/wCF/wDxN/6H/wAQ/wDgxloA/ZL8aaetfjf/AML/APib/wBD/wCIf/BjLXrf7J/xg8deJf2gfCWnav4w1rU9OnknE9rd30jwuBBIVyDx1oA/S+5to7uJoZkEsLjDIVyDXm3xR8L+Itd8T+BpvDsVtGNMvJ5Jr25P7u1V7WSEOEzl2G/5QO/UgdfTl6fjTJGAJByehwP4jzx+lAHk2m+LLDwjrl14S8L6Rqfi3X0ZbrV7qN40WOWQZ3XE7sFWQjBEajIGAAAK9E0DxCutLMjW0tjeQY8+1mxvQkZGcEjkEH8fWuD0PUdG+EkniWHX7pdMF9qtzqi6jMp2XQlbIClf+Wi/c2/eKoCOKT4cazqPjjxxrni17G70jwyLOPT9O+3xmGW8Ku7vceW3KIC+1M9QSe9AHqo5Ap46VU0y9t9S0+3u7SeO5tZ0EsU0TbkdTyCp9CDxVsdKAFooooAKY/UU+qt3I8SSssZmKrkRjqxweAe3OOtAHB+OviPPo/ia38PaEul6h4gMAvX0/UNQ+yM8OSD5R2NuchWxnCjb8x+YVz194h8IfGeS00LV9D1mymnT7RpN/fWEtofNCht9vMfmV1GD1XOO9T6trHhj4gWlv4a+Ivh1tIvrgqIYNVjHlyTdnt7pTsEvThWWT0HFanhLwBrug68kd/4nm13w1ZoW0+G+iBvIptrIQ8w++iozAE8/NySRkgG34A8Ft4Q0lorvVrzXtSmP73VNQC+fKo+4DtAGAu0E9yCTkmuvj+4PypkZJXJ7k1IOlADW+8fpX5AftP8A/Jwfj/8A7C0n8hX6/t94/SvyA/af/wCTg/H/AP2FpP5CgDzH1rR0H+xjeka4dRWyCNj+zVjMm8jg4kYAjAPSs71oPQfUf1oA+x4v2IfBa/DaDx5N8RtStfDklkmpGWXTFZ4oiu4DardcNXmGm/DX4C6lKsA+MGrWoOCkl1oLrGfQlu34tX1pejd/wT7jHp4Tj/8ARYr80ycmgD6wvf2BrzxFog1j4e+PtH8YWpG6NWVYdx9A6b1z1GGx0r5q8X+DNa8Ba/PoniDTJ9J1WDrBdJww65DZOQc5B9DXQ/Bv4za/8EvFtvrmjXDtb71W905j+6vIs8oy9zjcVbsRivvj9qj4b6P8d/gIni7SIxNqenaf/aum3KjMkkBUPJEx9GQNn/aAoA/Mskk5PH40vz4G3GcfLnHr78ZpGPmHOBjqAowMdse3pTkOQTQB9G/s9/s1eEP2hbLVTp/iXW9G1DSljN1Dd2UMkb7w33WDAkZU1558cfh94W+FHi7UvCuj6vq2satpkohubq7gijg3FQ2E5LcZx16g19E/8Ez/APkYPHf/AF72n/oUteAftU/8nFePf+wl/wCyJQB5U3X0+pzXqPwC+FugfE3WNd/4SnXm8N6BpOnG7n1EbP3TtIscfDdeS3SvLn+8atW+p3lrY3VjFdSx2d2Y3uIFbCSBCSu78TQB9AXPwZ+AsLMg+O0jZwAF0aSTIzgcjiu/8W/sN+CPAvg0eK9d+J97p+gbY3F2dKLAh8bDtBJ5z6V8ZuMQuD12jPOeeK/TL9sH/k0Mf7um/wDocdAHzT4f/Z6+B/iTVLbT7T45GS5nl8tYZtK8gyMRtwplA+bJ7CvBviN4ag8G+P8AxJoFtPJc2+l6jcWaTS43OI5GXJx9KwULZQoxRwwKsvVWBB3fqtT6rql1rmp3eo30xnvbuVp5pG6s7HLfqTQBVr2z9jD/AJOV8Gf9dLj/ANJ5K8Tr2z9jD/k5XwZ/10uP/SeSgD9YxS0gpaAKd6ZAkhjXdIFJRQcbjjgE4454/GvHNH8La/8AGuB7rxpdnSfDyzPD/wAIjpU5xIyOyEXk4w7jcpxEhVMY3bjkV7aQOcnIPavMPiz4flmtbWw0eU6JJ4i1OCy1TU7TCXCW/lsWKuOVdxGkIbtvT0oA7zRbLTtHsodM02C2s7a2XYlpbYRIh6BBwB7Vppwo5zXket/DrwZ8KPBGoavp2nWmgyaXavc/2lH8k5ZVJy8v3pCzDkHrur1LRrp77SbO5kiMEk0KSNEwIKEjJGD6ZoAuUUUUAIOlcl4+/wCEt+z20vhL+ynuoZd80GqO6RzR4+6HTJQ55DYYfL0qt8Tte1TRdJitvD0Fvc+JNUmFlYJd58mNyNzyyY5KIisxA67QO9ee/wDCivHCA6lF8ZvEz+IiS2Zre2NgXyeBbbPlTscNuAoA1r/4lnxDpV3oXiT4ceIYtUuIjC2lPYm7tLknst1HmEKMg75ChGOgIr1Hw3Zz6f4f021urn7ZcwW8cUlySSZWCgF/xxn8a5n4Z+J9U8QabeWXiG2gtfEelT/ZL4WhJgkJUOksRPO1kdWwemSO1dtH9wHOc85xjNADqKKKAGN94/SvyA/af/5OD8f/APYWk/kK/X9vvH6V+QH7T/8AycH4/wD+wtJ/IUAeY+tHcfX/ABo9aUEYOeo4H60AfpZf/wDKPqP/ALFOP/0WK/NEdK/TaW2dv2BEi/iHg5XP/fkV+ZCfcX6CgB4AIIIAVgQxHXGDX6hfs43p/wCGNNKur/LRx6Pe7yevlq8wH/jua/NXwh4P1fx/4gtdA0Gyk1DUrxtixRrnYO8h/wBlc5r7h/ae+IFh8BfgFpPwj0i9jn8R3dhHZzspx9nhP+tlcekjbkHsxoA+FfC2n2GqeIdJsdTvxpOl3VzFFcagRxbwluXx32jccmu3+Pvgrwh8PfH8ml+C/Ei+JtJFukzXKusogmLEFN68Hjt26HkV5xkFBtBCjgBjkgen4dKVPuigD7U/4JmDGv8Ajwdha2YH/fU1eA/tVf8AJxfj/wD7CJ/9AWvoD/gmeMa748b/AKd7T+ctfP37Vi7P2ivHw/6iP/tNKAMT4J+EfDPjv4i6dovi/wAQDwzokyO0l6WCDIA2rvb5Y9x3DLf3awPHOkaXoPjPWdO0TVBrWkW108drfrgieMHhsjg/UdevesQfdH1obrQASfcP+639K/S79r7/AJM/T/c0z/0OOvzQblMevy/qK/TP9sKAr+yKyr/CunZ/77joA/MyikGMDHSloAK9p/Yy/wCTlvBf/XS4/wDSd68Wr2z9i7/k5fwb/wBdLj/0nkoA/WH1pw6U31pw6UALWXrWl2utWstleJ5kEnUKSrKexUjkNnoRWpTT1oA+f/iFoGhaJ4l0S11q58UfETWpX+0aZ4VN0jwqYznz5VG1NqkqN87N8wO3nivUvDfi+fVZxp+raLdeH9RKF4ra5lWUSJ04dSVJ/wBk81zXi7WbX4e/EK98RXmnajqJ1PTrewtf7OsZLuTzInmdoQIwxTeJVbLYX92a1Wl1TxTpvhjW2sm8N/Zro3d5bapgTRxiOVGQgEgEhlbr2oA72EARjGe5560+mxnKA+vPWnUAeX/E7w549v8AxPpGs+DdR0O2bTYJYzaa1bSSR3DSFMjfGwZDiPGcH71c9J8dPFfg1Gfx18NNWtIEXe+q+HHGqWm31YKqyoAMnlDj1r26muAyspIIK8qelAHBfCXVYvFml6j4sgheC2126E1pFcLtk+zxoIomYZ43eWW57N26V6Cv3euc81DbxJBCqRoI0HRV6Cph0oAWiiigBjfeP0r8gP2n/wDk4Px//wBhaT+Qr9f3IG76V+UHx+8AeJfFH7QXj9tK0W8v0OqSYljjIj7fxHigDxAfePy5q/o91YWmoJJqmmyarY4KvaQ3Jt2cHr84UkDFeoaT+y34z1MoboafpcZGczzb2H4LXYaZ+yDKADfeJhjuttat+hZgaAOp0v8A4KCX2j6BbaDH8PtKk0W3tVso4JNQcs0SrtVSSnI2gZPrmuCufjP8HL2V7mf4FW8d2x3EW+vzRRFu/wAgTGK6+D9kjw0mDcazqsp7lTGgP5gn9as/8Mq+Cug1HV8/9fER/wDZKAOIP7WmpeG9LnsPhz4P8P8Aw9hlyGubCA3F42R/z0kA/PHFeHarqd3rWo3F9qN3NfX07b5ri4kMjux9WP5e2MV9STfsl+FpB+51bVoz/tPEw/8AQKzbv9kGwcH7N4iu0PbzbYP/ACIH6UAfMo6cHPtSHk4Cc4yMjv6Ad/rXv93+yDqkW42fiSzmPZZ7doj+OCa53UP2XPGtmGMR06+x0EF3gn8GoA3fgr+1RB8BtNvbfw54KiluNRKG8u7zU5JWfbwNqhSF5bpXIfF/4s6L8XNd1LxDL4OOj+I78I0tza6rI0LEALlozGADgDvWdf8AwO8d6cD5nhu6YL1MDJLn/vmuZvvC2taW7fbNG1G2C9fOtXUCgDKJJJB6jg0YxxSuwDEEbT6YI/nSggjjpQBq+GNQ0jS9R+0axo767brtYWa3ZtQWDAgsQpLcK1fSHjv9uq5+I/hG/wDDOvfD/TptDukEbRQajKjoFO5GB2dQVWvlg9aMr3XJoAvaxcafdag76ZYz6bZHAEMt0Z2GAB98gE5OT7Zx2qjnbxtP4nNHHYYFG4jr0oAN27jGPavbP2MBj9pbwYP9q4/9ESV47Z6dd6gyrZ2dxdO3RYI2Y/pX0N+x38OfE1j8e/C2r3eg31pp1uZzJPcQlAMwSDvQB+nx60o6UxenbjjinjpQAtFFFAGL4q12Hwvot9q01vc3SWkRlaGyiaWdwCOFRfmbr0rx/wAS6zq3xPljstb8Oa/4a+H+0y3jzW4NzqC7uInSIloYgAS2RubgCveCmTmk+6MYzQBmeGdb07XdHt7vS5vPszujRtjIRsYowIYAggqQQRnIrUwaYsYAx0zS+YBxQBg+Ob/WtL8J6xd+HbCPVNchtnksrKVtqzSgcLnI/nWZ8Itb8VeIPh/pN9410eLQPEsyE3VhC25Im3kAA7m6qFPXvXWC5jeSSNJFLxsFkG7lMjI/QipDIFGS3FAEgxjilpsbh0DKcg06gApp606mnrQAwoGb69f0r4o+MPxfXRviDr9ha6eZ5oLxl8x5fl6A9K+2D1/z71+b/wAdtv8AwuHxhn/n/f8AkKAIdS+L3iO8yIpobLJ/5YRLn/vo1g3njHXb/ifV75geq+aVH5Disc4zx0ooAnkuriQ5kuJZD33yE/zqLG/q3T3zTaKAJknlT7k7J/uyY/SrMOt6pa/6jUruMDpsnb+lUKcOlAG9aePfEVqfl1e7YjtK4YfrzWnbfFvxJbEF7mCfH3RLCp/lzXNaVpGoeIL+Ox0uznvrxuVhtk3uV7n2Fdt8KfDOiXb+KdW8S2dxqFp4dszdNpltNsM7iQLtZu2CORx9T0oAltPjnqCkC40y0lXuYiY8/nzWxB8c7JgBPpdxED97ZIrj9a6i68T+EfiT4u8E+BdS8E22mNrujNeabqekP5ctlIDORGy/xrthGTxyTwK8HsdAv9Tt9QnsbO4vrawXdcywR+Z5cZOA7enNAHq8nxG8FawuL7T947/arJJB/wCgmqb6X8J9X+/pmjpnnm2MP8gBXkZG0kdcHBPqfWigD1R/hp8Ib7P+jaYvvHesn/swpi/Cj4RQncYtPYej6izf+z15dszzRjHFAHqy+DfhFp53LY6O+PUvL/U1bg1n4aaLhbPTdNV+xt9OO78yprx7ap60YA6UAezy/GnQbBSllYXEmOAoVY1/IgYrqPgh8Wp/EXxa0Cwi0xLeC5aVGdpQzcQyHnFfOQ6fdzXp/wCzL/yXHwzxj95N/wCiHoA/QtenBzyaeOlN9acOlAC0UUUAFedfHHW/HGgeBbu8+HmjWmv+JFljVLO9b5AhPztjemTjHGeOuDXotNPWgDO8PS38+hafJqkCWupvAjXUEbbljlKjeoPcBs89/etCiigDy3xX+zn4G8b+Kb7xDrem3F3ql3sVpodRuLbCqioF/dyAdFHQVjz/ALJXw+mhkhii12zDAqPI8Q368dcbTMQw+orZ+Kln4b8MQX/iTXbnWLlrl44INLs9RnUXMu0KkUUMbjLMR2Ge54FQ/CD4aXvhya88Sa47wa5qg2/2Yt3LPb6bCMFYFZmJeQfxyZwXLY4wKAPS9H0+PSdJsrGJmaK2hSFC5y21QAM++BV4dKjiz5a5GDjpnOKkHSgBaaetOpp60AN/iP0/xr83fjv/AMlj8Xf9f7/0r9IW6n6f41+b/wAeP+SzeL/+v5/5CgDg16UtIKWgAo57UUZY8CgA+tBIVSxOMKSG3YwQCamtrWW8mhtYI2nuZnCRRIu5mbtirWt6HqXhy+Nhq2m3Gm3QCuIbuLax6HP65/GgD6c+GWuP4Ov/AIVaHolnZ2Nt4jtXutUnWFTPdFVchC57cL+Fed6jo1h8HPCvjDTta1u3vfE+uQfZk0rTiJTaqJM5lkH3TVL4paneaT4U+FF3Z3U9pdx6EzJNC+HXLqrAH0xXkv8Ay2YsxdiQSxbcT83Un1oA7O+8c6Z8M/i/8GvEesmdtLsfDirM9uu9wGN2mQP4iM7sV6DoUN78Ifhd8QvH/gvxJpev2D2Ns9hqdptkIkFyN0c8R+421mBFfPX7RuMfD7HT/hF4f/SievLbLVr6wt721tr2e2tb5RFdQwybEnQMCFdf4uaAPqz41fZbp/BeuwafaaZda74dtdVv47OMRo08nVwo6c/rmvNTwcE5I4z6+9ekfFuT/il/hOxIQDwXp4Kg5Odo4ripfDGs22iR61NpN6mkO3lpemJvK3exFAGZx260c9+tBDA5yG9xnn86Mk8mgAooooAK9P8A2Zf+S4+F/wDrpN/6IevMK9Q/Zk/5Ll4W/wCuk/8A6IegD9DxS0i9PxNLQAUUUUAFeT/FX4a6XrEev6++p6zb6glpjZYazNaxptjIXMaSBTnJPIr1bua8x1n4Z+CPiH4w1q51vwnFqV9ZtFbPe3ZyJP3SSBEG4dA4J465oAu+GvhXoPhPX7fUrPUNanuzFJEsOoa1c3aMrYzhJpGA6dhXcYZ/mA4PPT/61cd4W+C/gvwVrA1TQvD1rpmoCFoPtFuGBKnGQee+K7Jrd2YnCcnPO6gDivGPgPw94n8a6RqGo6jeW2t2tvLHYw22oPCVQ/610RWHzEYXd2rI0seB9K+IEVjHrF5c+JrPKGO61K5uVhMkZwjFn8sORztPzHII610njHw7q97qEOp+Hr2xsdXjge0Mt/atOhjYq3AV1wVKhhnOc4rnLLwFY/Db4azRXN3qN7JFdjWtW1G3VftN7ceas0sxHYbkHy/woir2oA9Qj+4P8MVIOlRxMrRqy42kZGOlSDpQAtNPWnU09aAG/wAf4f41+b3x4/5LL4v/AOv9/wCQr9If4/w/xr83vjx/yWXxf/1/v/IUAcGKWkFO7CgBpbbnLcYzyM4PsK9D8GfBfVPEOnf23rF1B4T8LxDMurajlC49Ik6se3y4+p6VxWk4bWtOUjeBcRErtznLYK/lXfftC6zf6p8Vtdtby8nns7K48m1gdv3cC7RgKKANVviroPw/2ab8N9LCXEjCObxLqsXmXc3bES/wJhm/+IrD+Jn7Scui/F7xl4T8caQnjDwdDqsiwKw8u9ss5G6CTucc7MDr1XoPPouJ4RnOJF5xj+IVy/7Sw3/H3x8oGG/tSYA/lQB7/wDG/UdC1bwz8NbrwzPc3OiPpcq2sl2myXas20qw7EEEd+nU9a8+8L+ENb8YXjw6TYtcGFRJLOSEit1GSXkkb5UUY69a7jw1H4b1L9nnwh4hni1HxX/wjEFxBfeHdCUG4RmuJZFedh88UO3aS4Dde1eI+KPin43+NF3beFdHsDaaU74tfDPhyFhE+DjLlOZW7l365zxQB3vxg+G8nxHg0N/A2taX40uvDOlLpupabpExNyDHI0heNH+aVBvwWTjINfOEiGGRw6skseVZHXaVPOQR2r1nxX+zp8TfhHaWXiSfTZLeKEea15o1x50unuD/AMtWTmI+pH4962vCniyD9ofU7bw74y8L3mt+IJ18qDxT4bhAv4l4UNdx/cniXOdx+fAHzDpQB7zrPivwX4Z8GfDW91PRpPEnii28KaasFlctssoYzGCJJD/GQT93n6DrWD4x/aT8c6D8LdP8Rrd2t1LP4kksptOubTNnJbC2Q+Ts7Kfx69T1rC+NtpZaTr+jaNY6pDqy6PoNnpM15b4CvJFGVJwOmccjscjJ61xnxQBH7O2lZJJPiyUkn3tBQB2OgX/w6+OjKvh+eH4e+M35bQNUlX7BePjkW8x+4fQc9cbT1rlvE3hPWfBWqPp2t6dNp14ASqzAFXHYhh1478fQdK+eDEHD8An+63THrnsa+o/DPiTVvFX7KlhJq9/danNZ+K3tLeS7fzZIoPsYYIrdxkn6DigDi05BP8zmgU/dv/HnGMU0jBxQAV6h+zJ/yXLwt/10n/8ARD15fXqH7Mn/ACXLwt/10n/9EPQB+h69PxNLSL0/E0tABRRRQBHIQDzjGDnPccV5VJ8HLPxHr2v6tqkus6XqF1fExT6Vq9xa74liRVO2N8fw91/Pv6nIvzMcFhxkZxx6D1/GvDfiJ4K8aJeXF3N4n8S6toslwjC30KeOyms4ty71KRoHmG3dyjhh02nGaAO68HfD1fB2t3N0vivxBrQaDZ9i1fUDdLFzkuM887cV2mQOPOKY/hA6e1cJ8JvD3hHTLC81DwnO17HeuEurua9mupZHTja7SnKsN2CDyOmOK7w27Mc+Ztzzt2A4oAyfF6a9LoV0vhuWzg1gtGIJL9GkgA3ruLKpBPy7uhrgrv4S+JPE1tNF4t+ImrXVvOrRvZaFBHp0G1lIZchXkYYJ6v8Al0r1aUEltuNxx1HA98V5f9i+Kniy4uUl1DR/BGniV0R7SJr+9dAxAOZCIoyQMj5XwCPpQB3HghL+PwjpEeqQPb6hHbJHPHI4dt6jBJIJBzjPXvzzW6OlcP4L0q38G382gTa1rOu6lOrag11q7h3cAorbXVVAAOwbAB0rt4xhB/higB1NPWnU09aAG/x/h/jX5u/Hj/ksnjD/AK/3/pX6RHqPrx+Rr83/AI9o0fxl8Xq33vtpP/jooA4IdKeMY5pg6U8dKALekkrrGnY6G5j/APQxXffF7QtS8SfHbxRp2lWM2pX0l+Qlvbxs5Pyj7wHAHua89srs2l7bTbWYRSq+wfxbWDcflXuXxTvdf+Nvh68l+D2rWmnTXkZl1rw9EotNWvD6rOxHmJj+AMvpz0oA811mbwN8G2DeKrxfFvihG+Xw1o1wDDbuMEC5uB8qnnGxf7vPOa5XWNV8CftHavdajdTR/Dj4g37mSRriYzaRqEzdjJ9+3boMn5CcnvXmXhr4V+LvFvixvDOmeHr+fXI3CzWjwNG0Bz96QsAAvvir/wAUPgt4u+El+kXifSHgt5m2x3sJWe1mPdQ4+Xg5G09waADUtH8e/s/+Lra4l+2+GNZiAktb2CQeVcR8/Mkg+WVCO4r6D1L4lapa/D/wrqOl2em+HtS8Tae13rN9otktvPeMs7wjcy/MAyopO3qST3rzT4Ea74+8SW8/hm20a28Z+Bo2331h4hbZY2Y/ikW5YqbcgN/A2P8AZPWu7+Llz4XtZNC0LwfcSTaPoVk1kJJW3rveaVyscmB5iguVDY5AFAHJ/Frx74g+HOufDrVfDurXGm33/CMwq5RyUlX7ROdsit8sq5HKtzXe+M/HN5Z+G/Dlvo1ppnhmHxFo9pq+qjRrVbU3c8pbeXI5wcfcryz9prS7zT/+Fftc2s9oj+Go0WSaHClvPlzn6grivWPC/jWy8T/Dbw5efD3SLDxJ8StG0mHTrjTtXcGe1WFXJntbZgFmYE7s5YjbjbxQBzth8O49O8PxeIvGeqR+C/DDKWjnu4s3V2MDAgt/vOT0Bb5QMVjaz8cvhp4jsR4KvPBmpQeCo7k3MOr215u1ZbrG03BQ/u8BcfIOwFeLeLvEviLxj4muLvxNeX2pa8ZDFIbwOZA3QxbCBt9MYAHQcV3E37LnxOsPBi+KW8K3J09cu9qrKbxIsff8k/ME4zz9e9AEXi74E3+maNJ4k8HapB478HJ8zajpmTcWg7C5g+/E3+0vHevQfh8Qf2TQQc/8Vk/Jz/z5j1rhvgB4E+JOveJV1XwDLcaCbTi412aUwWVuv8XnMeHXGQY8N+Fe8/F/xh4bbwZZ+FtE+x32pjUP7T1bVdItBbWdzc+UY2aNAcA4A57kE8ZoA8ebO449aT606TiRgMAA4GDngdM++KbQAV6h+zN/yXDwx/vT/wDoiSvL69Y/ZZtPtfxx8PN/z7rPN+cTJ/WgD9CKKanKL9KdQAUUVUvbqOzimmmljggjTe8krBVUDqWJ7YoAqeI7O+1DSL2202/Gm30sTCG7aPzPJbA525GR+NefJe/FfwsrLNp+geN4Ixy9nM2mXbnBz8jCSNjx3da3vFV34tuY9Pv/AAVLol9Z4d5odSkkUXCFRt8qWNSF/EEVyuqfFHX7gQaDf+Dtc8L69qM8dtbX8SRXtirls7/Oj3AAAE7XVT/OgD0XwrLJfaHaX02mLpF1eqLiezZlZkY84JXgn1IrWLHJ+Yj2p8f3B/jmnUAPrhvHviXxTpupWmm+GfDEesXNzE8n9oXt4tvZ223AxLwzk/NnCr+NdzWdql39it7m4EUk/ko0vlQDLvgZIAyNzY6A0AeZp4N8a2mtaX4l1nxEda1S1uBEuj6bbLbWEcErKkx+cl5Ci5cEsv3OmMCvWEztGc59xivJIZfiF8ToFaNR8OfDswPLhbjVp0I4IwfLtwc9cOw4+7XV+Bdd0JWn8KaZrra1faDHFFctNcebOm7OPMbucCgDtB0pajQ7kB9RTx0oAQ9R3PXFfAn7V+hHR/jVqUhTZFqFvBcx/wDfIjP6oa+/a+XP23vB73OlaF4lgh8x7aVrKY/7LjKfqGH/AAKgD5CXEnIOR1zSBsc+tPjxs+U7l7H1FIoLADOFJK7s4IJI6GgCzpum3esXsFjYWc17dynCQ2ybnf2x3HvXrFh8N9C+E8trrHj/AFeWPVoSJ7Tw3o0zG63djLKP9X24447npXp6+C9f8MzWugeCbOz8FaRcwW7Xvi7UGBnnkmUExxMeS24hQq+nPNfN3j7Qh4Z8ca3pTXU199juWhNzcMS8hHVj9fTt0oA7D4i/H7xL8RbkwpKNG0eQohtbQktKoGB5sh++ePb6CuI8d/E7XfBX7S3jTSLWeO+8O6pr5t9Q0XUUFxZ3EbuisSh4VsDhh81ZVuyi4iCnOZF4/wCBCuc/aHu5dM/aO8bXEW1ZoNaeWMOuVVwVKk/iKAPoXx74e1/X/EGueHtP+yeHPAPh67e2XcqWOl2iocAtt/1jd+jPk9q8s1v41eFvhmGi8CWkXibxCp2/8JPq0IFtA/ra2zfeI6CR+ePu1b8XfEnS/wBqxLG11rxBc+CvF8OIrWyu5S2g3krNgH5ebeRj1dgyttHSq1h8G/CvwsuZD43uE8WeJICV/wCEd02TZZW7rk4uZhy5HHyLgdtw6AA4rRP2i/FkU95D4luY/Hei38m+90fxA3nxSt/ejI5hcDoylQMDitSP4beHPiNMmo/CnVbjT9fibzT4S1S5EN6rjvZ3HCy4/ukh+3PU+g/Gbx94Sl/4Q3SfFXgfTn0i/wBChukvfD6C0vdOdppkHlMfkddqglJMg88nrXF6N+zto2sZ8UWfxD0//hAY5QraqYZI9QSU8i3+z9RMBggr+7Iwe9AHpXhDx54mi+Fd74n1+wtD8QtM10aAut6npiDUoLc2/mbSTyXyu0O3IBAGcVzHxB8X65pXwY0jxBaa3fW+uf8ACXzSjUY7hxOzm1B3b+49QePwroPH/wAUx4l8L6X4U08Xtzoumy7lv9an82/vGxsVpX7DDAAdgAO1cR8TFz+zppRIOz/hK5dxIxz9kH6elAHU+Hf2sNN+I3huHwf8VI7qyt1lMkPiDQSUw/8AeuLZflkyTywz6kA5NO8V/CbU/D2kx67p11b+KPC0o3xa1pLiSMeiyKPunsRzgg8mvlcfITg5BPWvpf8AZe8C+NZvBWp+LfAvi6DSdWg1P7A2haq4Wx1RTEriMg8FyTgZ/wC+h0oA5jOefX3zRXrHxf8ADv2fwV4U8Rah4Q/4QnxLqkl1DqmlISsO+N1USIvo24N/wLqeteTngn1yc5GOe/60AFfQX7FeiNffEvUNS2/u7HTnXP8AtO6hf0D18+lgqnJAAGdw6ivt39jfwe2gfDi51m4Xy7jVrkyjPURR5RfzIkP40AfQGc804dKYg2qB0xxTx0oAWvP/AIl6bD4w1TRvCV2ofTNQE13qEWeLiCAx/uCO6tJNFuH90MP4q9Argfip4R1bxDHp2peGtQi0zxTo8puLGa5QvbzKw2yW8yjkxuAMleVIRv4aAOs0bSbHRbCO1sLSGxtU5EVsgSMfQen86w9C8Uyap4t8RaRcWojk0kwHz423JIJYy4wOzjv7YrzaL4kfGK5H9l/8Kohs9W/1X9pya7DJpyt/z1wP3pXvt6noea9J+H/hKbwrorx3t6NS1i9lN3qN+V2+fOw2nC9lVVVFHZVAoA6lBhemKdSAhlUjkEAj6U8dKAFpp606mnrQB5n8StJ1Hxj4q0nwudVutF8PXdpcXN9JYSeVcXhQoq26yDlBhndmXkgYqtfan4W8CWK+D/CmkNc35Uf8SXw8FSWNG/5aSuCBF13b5GUtj+LpXoGveH9O8SWZtNSs47uEnIWRckNjhlP8J9680u/F1h4Tvp/Bvw38P22p+I0YPcRRL5NlYlgGEt5KB1wQwAzI+RgAEGgD1bTIGttOtoXnkumjjVTPNjfJgfeOABk9elWx0rgPDcD/AA90ZpfF/i19TvtTvFU3N6FghSaQYEECdUXjgEknqSSSa76P7v4n+dADq5rx74RtPHXhjUtCvcC3voTET3U/wsPcNg/VRXS009aAPyy13Qr3wxrF5pGoxGG+s5WhmQ/3gev0PX8az8ANg9Dgc9+cjA79K+wv2ufgxLr1sfGmj27SX1nHs1CCH700GMBx/tjAB/2QK+PC7LFkHIA3Hb0AA/pQB7hpNn4q8SX2g+N/iBrq6D4c0ya3uLOK/O1p/LZHCW9v/ExCjn8a5XxFocvxD8TeI/GPnxeHPCM948x1rWj5MQQngKert/sKGOeOK9R+KGkHXv7F8X+EvDE/xS1K7gh0+2t/OUafpjxxqC06A73BOfl+VfXPU+a+L/g9ZeMbkWXxN+LUcfjXGyysbCBTpOk4GBbvtComBgcFce55IB53rvx50XwIJbP4b6e1xqO3Y/izWoQ1yn8WbSD7sK/L95vn78Zrn4vjHZeObdNP+KenS+IUT5IvE1kRFq9pz1Lni4X/AKZyYOAMMBgVhfFH4JeLPg/fxJ4gsALKc5tdUs2ElndKeRtlHG45+5/PrVb4b/CLxZ8WtQktPD2nNcW8eftN/ct5VtaADdukk/hAHagDoJvg7e6Zfab4g8PX8PjHwmL2ENqunK2+0JkXAuoB88TdsNlO4JBBr0/4xDHxa8XdP+QncdOh+brW/ZeBtM/ZSh0fVdLvP+Em8Y6vayOmrx3BisbVPuHy4k/1p3E8y5X/AGTXFWuma/8AEfxLcrZ2tzrWu3zmR1hj6MxOWYj5UH0wPYdKAOT/AGjPvfDz/sV4v/Sieuq+EGkX2tfs/X9lptnPf3k/jCNUtreNnkc/Y26AcY9Sas/tAfC7Wtb0zw/qWgGx8S2/h3SYtM1hNEvFupLGZJpJSZEX5sBXGWXocjtXmXwq+Oes/CzTtT0hI4dV8K6sgGo6VK7RGYY27o5VKsjFcAHnpzQB6brt74O+FBP/AAksw8U+Il6eG9InHlQHri7uV6AcZjXDdtw6VxMn7TvjO71GRLpNKuvDckXknwpJZKdLMIOceUOQ3/TT7+ed9dp45/ZDu7rw/pniL4eXB1e31PTotWHhm8nQ6jbwyKD+7OAJQuSMgZ4555r51ubG5tL57Oe2ngvIpPINu8REobptKnoaAPWh4F8GfFoiXwJer4X8SSkn/hFNcn/c3DHnFnct8pOORHJk84ycZruPhDcadpvgHxD8JvFt+3gfxbNrEep2ra3CY7eQiNY9jSH7hOMhunIxxisTwX+yzcWum23iD4nat/wg+gSZNvYhFk1K8yOqR/8ALMf7Tc4xXo2ofDvxDcaBa2lvaR/Hn4bsyw2xVwmuaMG4AWXbuTHPXcpHJ2rg0AY3xOn8c6Xaad4b8ZNcTQ2Bd7GaYb1ZGAAMc38a8cH047VwpOGZuDuOeBjrXsXxk0HS/AHw+8E+B7XWZdXvdLe6kmhuZEa5to5WV1jkKMykrnblSRxxxXju4sSQDI2AAoOcsaAN/wCH/gu78feLtL0CzBL3k22R1/5ZRf8ALRz/ALq81+mOhaRbaBotjptlGIrS0hWCFB2RRgD8hXiX7LfwaPw98PNrmrxj+3dTUEZHNvD/AAp+P3vxr3pBhRigB1NPWnUxuvp346mgCpqV7Fp1lcXU7MsEMZkkKKWYKoySMc9K5Hw58afA/itoo9N8VaXcTSAFYHuBFKPQFG5zTn+J9hb+Om8LalZ3Ok3UyB9OuryMCDUDj51hfoXTup55rlNe+H2jWvjizt9b0WHxB4c1QyW9jBc2a3KabcsTJJ15CSBSQ38DKVHDigD15JUfdtbeF+8PTPI6VMowo71g+FPCOj+CtHh0vQ7CHTdPUl1towRjJLHg+5NbyjAoAWiiigAooooAK5vxdqb+FtG1jWrPSLjVbmGHzWtNPUefcbRxtDYVmAxjPOABz0rpKikxk55HckcYoA8l8JfDqbxddW3i7x29prmrXEObHToGE+m6VFKBxDuGJZCp+aY4LAgKAuBW18G/EreJ/Cl4RI15aWOpXmm2d4z7/tMEMzIj7v4sBQN38W3Pepde+FGn67HNZjV9b0/SrlibjT9PvTDFIrffGR86K3cIVBJJPU11vh/QbDw3otnpel2kdhp9pGIYLaIALGo6Af49T35oAvjpnjB54pa8f+PGu2/w/gtvFVvf3qeJEdbHS9KhkaVNUlkIH2YwFwrBjty6gMmNxJHFdj4L8cR+JWlsru0k0XxBaoDf6Rdyq0sPA+ZWXIkQngSDr6A8UAdZIocbCoIPUHoRjFfGX7R37N83hi6ufE/hm1NxosjNJeWSJk27HkuB/EpOSfcmvs6POxdww2ORnOPamyxrICrqHVuCNuRjuDQB+W2j69qug/aP7M1O6sBcp5U32WdoxKh/hOOo9q9A+Cq+BTPeDXyn/CS4P9mf2yW/soyfwiXb82d34V7Z8bf2SYtXmn1rwUI7S9Yl5tKZsRSnuY2/gY9cdyTXybq+lahomoTWWo2cmn3cLbJIJk2up9x9Mc98570Aej+L/DME2sLq3xp8Yp401SDP2Lwb4bmKWMS/wh2XhVxg4GGOep6Vz/i/4par4q0xNHtorbQPDkIIt9D0uNooFxj7wHLnqSWxyTwOlcgF2dtvtRkHouTQB77438P+H0+Dvw+8YeJtSu4/Dum6YttJbaTbma6uJTJkRgj5UXsWPIr5r8eftG6rr+kS+HvCthH4K8Jt8stjp7s094PW4nPzSHr8q8du1d54K+I/iDwDcSnTLoNZz/LcaddKJLadehDxt94Y7ir2s/Cr4ffGpzN4Xmi+HnjOU4/si9kJ0y+b/pk5/wBUx6gc9funrQB83eF/E+seCdXi1fw9qVzpGowcxz2kp3fjjjHYg/SvX9L8S+Cvj/ew6X4o0r/hE/HF4wjtvEXh+zLWt3MxwourZOhJP+sX6nkmpfDv7IHi8XtzN46uLbwH4dspdk+p3zLI0w9LdD/rGPrx/wCyjvbTxz4c+F1lPpvwt0dtNncGO58VX6rJqU49I8jEYPoB07L1oA3fjzpt98P9S+H+lJqKpq2heGbW0e5spDGyyRkr8uOQTjOG9a56+8Z+GvivbLZfE3SXlvQgWHxXpa+RqFvgcGQLxNjgYPPFcHdXVxe3Mk91M89xIdzySsWZj6knv+f1PWov+A5oA9+8JaNJpGjTwfEPxz4e8c/DKOIjS76Xe2tRydki7xnHBB9OOMV482vf2Br97c+EtQ1PSbJwY4ZWmMcxhPZ8cGsLjsMGtLw94c1XxVqkWnaPYT6nqEwwsVuuSo9T/dH+12oAzWZiHdw0kjNks2WZsn39a+rP2av2cJI57Xxf4qtShQB9P06VcEc8Sv8A0XuMGup+B/7K1l4LeDWvE4i1XWkO6K1HzwWx9f8Aaf3r6HUYUCgBIhhAOPw6U6iuN13xL/YnjnT7fU9bs9L02+gNtY2lxtDXd1nJKsem1cDZ/Fv9qAOwYfqeg4yfc1w/ibWtT1+x1S38F6paR67p00Zb7dbSSW0hwGMRfp823buUnbuJ2lsVteI9P1LVbKK2068WxWZ0W5m4Z1gwdwi7bj8o3HgdRzXm2karc/ATUIdF165kufAd5KU0vX7l8tp7sdwt7tz/AAkk7Zj1yFboKAItNutM+Od5quieMtP/ALJ1LSQu7wzduDLbscA3iyKfmGeI5Y8BBknlio7/AOHmha14d0h7LWNfn8QrHMyWdxdQqlwsA+4JmXiVwMBmwMkEnmreqeDdE8S6voetXthHdX2luZrG6PJj3LgnPuPWuki/1a+nbHp2oAWP7g6fhTqKKACiiigAooooAKKKKACsPxh4ih8KeH9Q1ee0vL2Kyiad7exgM0zqoydidz71uUx13AjAIPUHpQB4l8J/CGp+NteT4peM4lXVruDZoGkH5otKs35B95pR8zn+EFV7Vu6r8QNL034jX0NvocupNpOnoura7BGJDYK7bkhbHzucfvHUdF2tXV+OP7atvCmor4Xt7SbWxEfskV1Jsh3nOCxHbvg8HGK5P4Q+ENP8O6XHdadfam80gkOsC+iZHvL5irSTyq/IcEMPk4wQo4UUAenRMGiUjoRkH196lHSvHvCXjSXxBq/iDx3eax/ZfgGziNjpyzMFgu0jYmW8ctyVLZRCOoGe9ddp/wARtJuY7WScX2l21zgQXGpWskMcufujc3ygkevXqKAO0rjfiB8LfDXxKthBrumR3LqMR3SkpNEfVXXn8DXWxkFAQcg06gD408e/sW65pzvN4U1KLVoBlha3a+XKB6bvuN+PNeEeJfBPiDwbP5Wu6JeaUM43zxMYz/uv90/hX6hVDcwR3ETxzRiaJuCjKGB+ueKAPynDBhlTkfXNKyKyncuQRhucHHqDX6P618DfAfiR2kvvC+nOx/5aQxeU35oRXHX37H/w5unYxWN9aZ/543shA+m4mgD4e1PWtR1lLVL+/ub5LaPy7dLmXzFiX0A7VSO36/Q5r7hX9i3wHnJm1cj0+1L/APEmtHT/ANkH4cWTq02nXl6V/wCfm9fB/BSB+lAHwYWQEBmxnoPWun8LfDjxR41kWPQ9Avb9M482NCsS+5c/Ifxr9AdD+DHgfwywbTvDGmwuDnzHgEr/APfTZNdpGgjQKq7FAwF44FAHyJ4B/Yru7spP4x1QWcZ62WmkGQ+xlPA/4CD+FfTHgz4e6B4A04Weg6ZBYQ8bzGhZ5SO7MeSf88V0tOHSgBE5Xpj2p1RyEKSS2ABk84GPUmsHTvF2ma7qdxZadcG7ngUM8sUbmJcH7vmDgnn7uaAOgPWvLf2hvDGl+I/AMtxq2mRaxZ6LPHqk1pKu4SQpxMoxzkxNLtK87gtQ+EPjObnXV0DxTZJ4f1S5urm30uYSE22orFK8e2Jm4Ew2/Mjc9e1em3ECTWckMqefG6mN1/vgjBx78UAfPfhuw+KHw20w6v4djl8Y+CCBJbeGtYugNXtrbbkNDcEbWHcQyZO0qN6tkD2bw5ex/EDwtb3eo6FdafBdASHTtYgQSDHI3xgttOeRyeME8mqXwm8Paz4R8D6fpGs3FvdTWYMEBt0ICwKxEaufUJtB+ldsn3eMke9ACRDEagADA6DoPan0UUAFFFFABRRRQAUUUUAFFFFABRRRQAVz3jfw1F4y8Nanok13eWMN9CYZLiwl8uYLwSFbsSOPoTXQ009aAPH/AIveHYtM8KeEIobRF8N6HrNhNf2sKfu47SLcFO3+JEkMTn0EbGvRNV0zS/GXh2fTrkRXum6lbNGy5yssTLjg9+orYcBhtIyD1BGRj0IrnrDwdpXh2XULjRrC1028vFO+aKLqcHBx9SPl70AcND8RL2D4x22jFIh4QvYpdJs5An/MRgUSupP9xo2ZB/tQGu7tfFUV/wCJtU0WO3mMlhFDLJc8NHmTkJ7PjB2+hBrhvFXwzvYvg/DpllOLvxRosi6xaXSqFM9/HKZi+O3mt5i/SVqsw6vL8PvhJrni/VraS01e6gl1q5tpPvxzsv7q3/3lXy4v+AUAdvoHi3R/Eoc6XqdrfeWzLIkE4ZkYEgqwHQgggjsQa28Y75rx3wFocvws+G8N34h0mxE3h7SJLg6hbPmWR2UyXII2fISwOTuP3u1a/hPRtc8V+DtP1vU9fvbHWNTtUvDFalVgs/MUMsflEEPtB2sWPOCeKAPS6cOleLx/F/WH+CNz4n+yWf8Ab9lenTJopCzQSTpd/Zi6kAcM+WGOmcdq9fTKxoH2B1XJwMAfn2z/ACoAtU09a4r4efES1+IK6ysFtJbNpl89mVm+9LFtVo5l/wBl0ZWHswqp4V8QSat478cQXe+BdGngt0C3TNG6PAkwk8vorfPjjrjPegDv854ppyDwMAdTXnWhan4h+IvhiDxBpmrxaJDfxrc6fbrbCZTESSjSk8ncCpOwrgHHUVyGofFjUNZ+H1o2pxLpF9D4lh8Oa6beQhIsTKjsjHokgKYPYSY5xmgD2R9b099T/s9b+2F+VDC380eZjr93rWZoHjGy8YR6yulMTPp109lMl1EY9kwRWAKnnadyn3zT7bwd4e0qW0uodLsraaxLPBcR26q65VlY7upJXdz3615v4j0Kx0n46wDUPPl0bxhY7Wt1mcRPfW33d6rwfMhcDn/njQBteCbtPi74XWXxAu3UNLv7uy1DTraUi3eaORk2uo++u3a+0/36g+EjDwV4g174dXDLHHprf2horEAb9Omc4jXHeGQNHjspirR8M+Db7wn8S9fuNMsrW28LavaQTOiEKYr6MNGxWMcFXjWHJ9UNdZe+F9JvNds9bubGGXU7GKSG3u3GXhjcgsFP/ARQBwlr8M9L8Q6h4207XPDy3Om398k8M9xj5gYY2PlsPmjKShyGHfPevQPC2gr4a0C001L29vlt4xGJ9QnM8zY/vufvHtn2rUA2jHHvj1p46UAA6f4UtFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFY/iTw3pfivTptO1ixh1Gwl2l7edN65U5UgeoPcVsUUAcxaeDrG20m+02QXN3Z3qNHNHeXMk+IipUxqX6Lg8L23Ma5vQfCnirwt4cj8O2OqWE1paxLbWepXcbG5hgUEKHQHbI6KQA2VBI5Gc16XTT1oA8c8Y/Dm90P4X6F4V8OafNqwtNWsbm6ImjSSWNLxJ55DuIyzMpYgdzgdK6TxT4h1bVvBuoLp2janZ311KthDviw8QkwjXBGThYwzHOf4Peu+ooA8h0vwbd/DX4p6XNpqajqeg6vpY0y+Zj5otJbfm2kPohR5kP1jrX8I6Re2vxV+IMt1Y3CabqK2EltduvyTMsJSQD6YT8zXpI6Uh60AeTfD7QfFfwy0YeFY9Mh13RbHdHpWpQ3nlPHb5zHDMh5ymduV42KvfNbWjfDTTj4V13Sddii1RdfuprvU4yCyO0p+6nfCqEUH/Z3d676igDzqy+ENrb6aunz694g1HS1+UWF3fb1AyCsZfaHZARj5mbjgccD0KKJRtbaAwHbt7U+nDpQADpS0UUAFFFFABRRRQAUUUUAFFFFABRRRQB/9k=)
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QUESTION 1 IS COMPULSORY.

ANSWER QUESTION 1 AND TWO OF THE REMAINING THREE QUESTIONS

QUESTION 1 CARRIES 50 MARKS. ALL OTHER QUESTIONS CARRY 25 MARKS EACH.

|  |  |  |
| --- | --- | --- |
| **Q1.** | **(a)** | Examine the code in Figure 1 Sample Android class and answer the following questions:   1. What is the super class of *MyListAdapter* class? (2 marks)   ArrayAdapter is the super class of MyListAdapter class.   1. How many parameters does the constructor for the MyListAdapter class require? (2 marks)   4 parameters.   1. Take any example of *casting* shown in the code and explain exactly *why* it is required in that example. (3 marks)   ?   1. When developing this class, if you remove the last line of code “return row”, what error will this cause? (3 marks)   If we remove the return row, then we can’t return the actual view.   1. What is the benefit of declaring the attributes “private” in this class? (2 marks)   Encapsulation data and more control on the member data variables.   1. The method setImageResource() is used. Explain what class this method belongs to, and explain your reason. (2 marks)   The class is ImageView, because it use to sets a drawable as the content of this ImageView.   1. Write out the java code for instantiating an *object* of this MyListAdapter class.   You do not need to write any separate array declarations in your answer (2 marks)  setListAdapter(new MyListAdapter(MainActivity.this,R.layout.row,array))   1. What java language feature is being used in the <string> in the class declaration, and what is the purpose of this feature? (4 marks)   ? |
|  |  | (20 marks) |
|  | **(b)** | Explain the purpose of *Interfaces* in java, using listener interfaces in Android event programming to support your answer.  A way to guaranteeing behaviour accurse a set of unrelated classes, if a class implements an interface, can invoke the i/f method safely. And some interfaces are useful for “tagging” classes.  (behaviour that a class “signs” up) for example, in the listener interfaces, assigning that listener to the widget that takes the user action.  (10 marks) |
|  | **(c)** | Explain how Android lifecycle methods onPause() and onResume() can be used to improve the efficiency of location tracking functionality.  Because location updates are use much power, and each provider (GPS, WIFI, Cell based location) are speparately absorbing battery life. Use onPause and onResume to control location update will improve efficiency.  (10 marks) |
|  | **(d)** | A new Android app is to be developed that will allow the general public to report problems to their local council, such as reporting road potholes or broken street lamps. The council will update the status of each problem as it addresses it. The public will be able to see the status of the problem they reported. They will also be able to see the general status of each type of problem that any other users have reported, so that they can have an overall view of how fast the council is fixing problems, and how many problems are being reported.  Explain what choices you would suggest for *persistent data storage* for this app. Clearly explain the reasons for your choices.  Remote cloud database  Security of data  Formal database  Google Fusion  We can store the problem on the remote server. Then update on the local app.  (10 marks) |

|  |  |  |
| --- | --- | --- |
|  |  | public class MyListAdapter extends ArrayAdapter<String> { |
| private String[] names; |
| private String[] desc; |
| private Integer[] imageid; |
| private Activity context; |
| public MyListAdapter(Activity context, String[] names, String[] desc, |
| Integer[] imageid) |
| { |
| super(context, R.layout.list\_layout, names); |
| this.context = context; |
| this.names = names; |
| this.desc = desc; |
| this.imageid = imageid; |
| } |
| @Override |
| public View getView(int position, View convertView, ViewGroup |
| parent) |
| { |
| LayoutInflater inflater = context.getLayoutInflater(); |
| View row = inflater.inflate(R.layout.list\_layout, null, true); |
| TextView textViewName = (TextView) row.findViewById(R.id.textViewName); |
| TextView textViewDesc = (TextView) row.findViewById(R.id.textViewDesc); |
| ImageView image = (ImageView) row.findViewById(R.id.imageView); |
| textViewName.setText(names[position]); |
| textViewDesc.setText(desc[position]); |
| image.setImageResource(imageid[position]); |
| return row; |
| } |
| ] |
| **Figure 1: Sample Android class** |
| **Q2.** | **(a)** | Figure 2 shows a list in Android. Assume that the two pieces of text in each row are separately provided (e.g. “HTML” and “The Powerful Hyper Text Mark Up” are two separate pieces of text). Answer the following:   1. How many layouts are required to implement this list? Explain your answer.   2 xml layout,  one simple row layout: to display a simple one column list of text items. 1 xml screen layout includes<listview>.  One custom row layouts: to use your own row layout. 1 xml.  (4 marks)   1. Write the XML code for the *row layout* required for this list.   Simple layout:  <ListView xmlns:android="http://schemas.android.com/apk/res/android"  android:layout\_width="fill\_parent"  android:layout\_height="fill\_parent"  android:background="@color/colorAccent"  android:cacheColorHint="#00000000"  android:id="@android:id/list">  </ListView>  Custom layout:  <ImageView  android:id="@+id/imageview"  android:layout\_width="wrap\_content"  android:layout\_height="wrap\_content"  android:src="@drawable/image"/>  <linerlayout  android:layout\_width="fill\_parent"  android:layout\_height="match\_parent"  android:orientation="vertical">  <TextView  android:id="@+id/textviewname"  android:layout\_width="wrap\_content"  android:layout\_height="wrap\_content"/>  <TextView  android:id="@+id/textviewdesc"  android:layout\_width="wrap\_content"  android:layout\_height="wrap\_content"/>  </linerlayout>  (6 marks)  (Total Q2(a) 10 Marks) |
|  |  |  |

|  |  |
| --- | --- |
|  |  |
|  | **Figure 2: Sample Android List** |
| **(b)** | The code shown in Figure 1 Sample Android Class is the custom adapter class that will be used by a ListActivity to populate this list. Answer the following:   1. When developing the custom ListActivity class (which is not shown here), what code (in your own words) is needed to link the custom ListActivity   class to this adapter? Include any suggestions, with reasons, on *class structure*  in your answer.  ?  (6 marks)   1. The list is to be changed so that an additional piece of text will appear on the right hand side of *each row* of the list (showing the inventor name of the language). Explain the code changes needed to both *XML Layouts(s)* and the *custom adapter MyListAdapter class* to implement this. Assume that the inventor names are available in an extra array passed in to the adapter.   Add new textview in the custom xml. In the MyListAdapter class need add inventor name.  (9 marks)  (Total Q2(b) 15 Marks) |

|  |  |  |
| --- | --- | --- |
| **Q3.** | **(a)** | In mobile apps, delays at the user interface should be avoided. Any long tasks should be pushed to background processing if possible. *Explain* how Android supports background processing, and *how* this is implemented. Also include a scenario *example* to support your explanation.  In android consider to use of threads. The subclass call AsyncTask.  Must override the doInBackGround() method, which runs on separate thread.  Eg. When getWriteableDatabase() to connect to the database, it takes long time, so can pushed to background processing.  Code:  private class MyLongTask extends AsyncTask  {  @Override  protected Object doInBackground(final Object... objects)  {  try  {  openHelperRef.getWritableDatabase();  }  catch (etc)  }}  (10 Marks) |
|  | **(b)** | Model-View-Controller (MVC) is a popular software architecture. *Explain* the following:   1. The general principles of MVC and its advantages; (5 marks) 2. The extent to which the *Android* framework supports MVC for app development. (5 marks)   (i)  based on the idea that the logic of an application should be separated from its presentation. Put simply, I would say that MVC is simply a better way of separating the logic of your application from the display. • Model = classes that deal with storing and using data  - If data structure(s) or rules change. Just change these classes  – Can have multiple different GUIs using the same model  • View = classes or code that deal with the GUI part  If the GUI layout changes, don’t (necessarily) need to change the model or control classes  • Controller = (non graphical) classes that bridge the View and the Model  Keep separate  - Listener classes that trigger behaviour  - Generally.. Consists of everything that is not the layout or not directly storing/using data  Philosophy  • Keep the parts that may be reused elsewhere, maintainability or changed separate.  (ii)?  Abstracted screen layout: easy to maintain if changed without necessarily changing M/C parts.  Static resources are kept separate from dynamic code.  Dynamic model code.  (10 Marks) |
|  | **(c)** | The practice of embedding static data in dynamic code is best avoided as it can lead to the need to re-test software if static data is changed. *Explain in your own words* how the Android framework helps the developer to avoid this. Use data such as arrays or colour settings as an example.  ?  For colour settings, I define a colour in the resource colour.xml. If I want use this colour, I will use colour name to call this color in the layout xml.  E.g I made a red colour,#FF0000, name is red. If I want a textview a textcolor is red. I can android:textColor="@color/red" to assign the this text is red color.  (5 marks) |
| **Q4.** | **(a)** | A developer wishes to add functionality to a button on an Android app screen, whereby a click on the button results in a particular action. Describe *in your own words three* different ways in Android to implement event programming for a button click.   1. Listeners implemented in the class   Dynamic code is in one place +  Shared listener across widgets = shared callback -  Longer to code -   1. Anonymous listener classes for each widget   Can’t reuse – separate class per widget -  potential performance hit -  Easier to follow code? +   1. Embed event handler method into XML   Simplest to implement +  But  1. Presentation coupled with logic- bad –  2. Changes to method name - > need to remember to refactor the xml –  3. Multiple XML files using a single method can lead to maintenance problems if functionality diverges -  (10 Marks) |
| **(b)** | A mobile app developer wishes to develop a new app with that will work on as many end user devices as possible amongst the general public. Explain the following:   1. The choices available to the developer of *native* versus *hybrid* app and reasons for choosing either.   Native app   * Single platform affinity * Written with platform SDKs * Must be written for each platform * Access to all native APIs * Faster graphics performances * Appstore distribution   Hybrid app.   * Cross-platform affinity * Written with web technologies * Run locally on the devices, supports offline * Access to native APIs * Appstore distribution * (5 marks)  1. How the developer could research the *variety of devices* and *Android versions*   amongst Android users, if Android is chosen as the platform.  ?  (5 marks)   1. *Five* techniques provided by the Android frame to enable apps to run successfully on a variety of screen devices 2. Use Screen compatibility mode 3. Specify Screens supported 4. Provide multiple screen layouts 5. Provide multiple image densities 6. Use Best practices 7. Use fragments (Android 3 onwards)   (5 marks) | |
|  |  | |